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Abstract 

Software maintenance is a task that every development team has to face when software is 

delivered to the customer’s site, installed and is in operational state. The time spent and the effort 

required keeping the software operational after release is very significant and consumes about 

50-70% of the cost of the entire lifecycle. Hence it becomes a challenging task for an 

organization to predict the maintainability of their software system in order to manage their 

software resources efficiently. This helps them to in reducing the maintenance effort as well as 

the total cost and time spent on a software project. This main aim of this paper is to focus on 

some existing maintenance metrics and their limitations. Some new metrics have also been 

suggested to effectively measure the maintenance efforts depending upon the software project 

needs. 
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Introduction 

Software maintenance is a very vast activity that includes error rectifications, enrichment of 

capabilities, deletion of those capabilities which are not in trend and optimization. The whole 

purpose is to preserve the value of software over time. Maintenance may be extended up to 20 

years, whereas development process may be 1-2 years long. 

The Object-Oriented (OO) paradigm has become increasingly popular in recent years. On the 

other side, the insertion of OO technology in the software industry has created new challenges 

for companies that use product metrics as a tool for monitoring, controlling, and improving the 

way they develop and maintain software [1]. Researchers agree that, although maintenance may 

turn out to be easier for OO systems, it is almost next to impossible that the maintenance burden 

will completely vanish [2].  

The maintenance is a time consuming and expensive activity because most of the time of a 

maintainer is spent to understand the structure of the program. The greater the complexity of the 

program, more efforts will be required to maintain it. The metrics help the engineer to recognize 

parts of the software that might need modifications and re-implementation. The decision of 

changes to be made should not rely only on the metric values [3]. The metrics are guidelines and 

not rules and they should be used to support the desired motivations. 

In object-oriented programming, the main focus is to support the qualities such as software 

reusability which can be encouraged by use of abstractions, dividing responsibilities and 

detecting and correcting anomalies in the designs. The conventional metrics such as Line of 

Code (LOC) and Cyclomatic Complexity have become standard metrics for measuring 

complexities of procedural languages.  

But in The metrics for object-oriented systems are different due to the different approach in 

program paradigm and in object-oriented language itself. An object-oriented program paradigm 

uses localization, encapsulation, information hiding, inheritance, object abstraction and 

polymorphism, and has different program structure than in procedural languages [4]. 

The design evaluation step is an integral part of achieving a good quality and an eminent design. 

The metrics which is used to measure the quality software should have the feature that it can help 

in improving the total quality of the end product, which means that problems related to the 

quality of the software could be resolved in the early stages of the development process. It is an 
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obvious fact that the earlier the problems can be resolved the less it costs to the project in terms 

of time-to-market, quality and maintenance. 

 

Existing Maintenance metrics for Object Oriented Systems 

This section of the paper provides a study of some metrics which are typically used in 

maintenance phase of development lifecycle. The following are the important maintenance 

metrics available in existing literature [7]: 

 Complexity Density Metrics for maintenance productivity. 

 Fan-in and Fan-out metrics for estimating maintenance complexity 

 Commentedness and LOC metrics for maintenance and productivity estimation. 

 Halstead metrics for man-months calculation. 

 Complexity Density Metrics for maintenance productivity. 

 Metrics for maintainability of class inheritance hierarchies. 

 

Complexity Density Metrics for maintenance productivity: Complexity density is inversely 

proportional to the maintenance productivity. It can be defined by the following equation: 

                                  Total number of Lines Added 

                             Time spent in coding and testing upgrades in hours 

Hence complexity density metric can be used as a measurement of difficulty level in the 

maintenance of a program. 

 

Fan-in and Fan-out metrics for estimating maintenance complexity [7]: The Fan-in and Fan-

out metrics are used in estimating the complexity of maintaining the software. Fan-out is a count 

of the total number of functions a function calls. If we modify a function then it may cause 

abrupt changes in the functions called by the modified function. A maintainer of this module has 

to understand many other functions causing maintenance a very harder and time consuming job. 

Therefore, it will be more expensive to maintain functions with a large Fan-out. 

 

Fan-in is the count of the number of functions that call a function. A function which has high 

Fan-in means that this particular function is used by many other functions. In other words we can 

also understand that the function is implementing a number of functionalities. If we alter the 

Maintenance Productivity   =  
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specifications of a function with large Fan-in then all the other functions that use this have to be 

accordingly modified. 

 

Hence a function with high Fan-in and low Fan-out will be considered good as it promotes 

reusability and extensive functionalities on the other hand the function with low Fan-in and high 

Fan-out will be considered as an example of bad design. However the maintenance of both type 

of functions will be equally tough. 

 

Information Flow of a component or module say IF(A) = [Fan-In(A) * Fan-Out(A)] 
2 
[6]

 

 

 

Commentedness and LOC metrics for maintenance and productivity estimation: 

Commentedness metrics is required to enhance the readability of a program. This metrics proves 

to be very significant in the maintenance process and also if someone wants to perform re-

engineering on the existing software product.  

lines of code (LOC) is a software metric used to measure the size of a computer program by 

counting the number of lines in the text of the program's source code which is in Kilo lines of 

code (KLOC). This metric is basically used to predict the amount of effort that will be required 



             IJMIE           Volume 4, Issue 1            ISSN: 2249-0558 
_________________________________________________________ 

A Monthly Double-Blind Peer Reviewed Refereed Open Access International e-Journal - Included in the International Serial Directories 
Indexed & Listed at: Ulrich's Periodicals Directory ©, U.S.A., Open J-Gage as well as in Cabell’s Directories of Publishing Opportunities, U.S.A. 

International Journal of Management, IT and Engineering 
http://www.ijmra.us 

 
70 

January 
2014 

to develop a program, also to estimate programming productivity or maintainability once the 

software is produced. 

 

Halstead metrics for man-months calculation [7]: Halstead metrics is based on the fact that 

the complexity of a program is related to the number of operators and operands in the program. 

Operators are syntactic elements such as +, -, <, > and operands are quantities that receive the 

operators namely variables and constants. Halstead metrics calculates the Program Volume, 

Difficulty and Programming Effort. The Effort measured in the Halstead metrics is a measure of 

the effort invested in man-months programming the module. 

 

Complexity Density Metrics for maintenance productivity: Complexity Density is considered 

as inversely proportional to the maintenance productivity. As the complexity density increases 

the maintenance productivity decreases. Maintenance productivity can be calculated as the total 

number of lines added divided by the time in hours spent in coding and testing upgrades to the 

software. Hence, Complexity Density can also be used as a measure of the difficulty of 

maintaining a program. 

 

Metrics for Maintainability of class inheritance hierarchies: Inheritance is very beneficial 

when we want to reuse an already existing class. However it also has some side-effects as it 

introduces some coupling among the classes. If some alterations are made in the ancestor class 

then those changes can potentially affect all the descendent classes. Therefore the inheritance 

maintenance metrics NAC and NDC given by Li are very significant in measuring potential 

change propagation through the inheritance hierarchy [5]. 

NAC (Number of Ancestor Classes): NAC measures the total number of ancestor classes from 

which a class inherits in the class inheritance hierarchy. 

 

NDC (Number of Descendent Classes): The NDC is the count of total number of descendent 

(subclasses) of a class. 

 

Proposed Metrics for Maintenance Measurement: The software maintenance is a process of 

modifying the software system or components to detect and correct defects to improve 
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performance according to the changing environment. Hence there is a metrics required to 

measure the impact of how defects are fixed to initiate corrective actions. 

   

                              Cumulative number of defect fixes 

Defect Fixes (%) =         * 100 

   Cumulative Total Fixes 

 

Here total fixes imply all kinds of fixes that may be defect fixes as well as changes made to 

enhance productivity, changes made to reduce testing efforts and so on. The percentage will 

show the frequency of the occurrence of defects in overall changes made to the software system. 

Effort Spent on Reviews and Testing: This metric will determine the cost of identification of a 

defect at different stages, and help in defining review/testing strategy. During the analysis and 

design phases, the data is collected at the end of the phase. From the coding phase onwards, the 

data is generally collected at the end of each review and test cycle. 

% Review Effort= (effort spent on review of a module) / (Total effort required to complete that 

module) * 100  

% Testing Effort= (effort spent on testing of a module) / (Total effort required to complete that 

module)* 100  

This data can be used along with the number of defects found to monitor the effort spent per 

defect. The effort spent per defect can be defined as follows:  

  total effort spent in review/test  

  total number of defects found  

The data can also be used to monitor the differences between the planned effort and the actual 

effort spent in reviews and testing.  

Effort Saved by Reuse: This metrics is related to the reusability property of object oriented 

programs as in inheritance, where we can reuse the properties of parent class in child classes. But 

if we calculate the efforts spent in making changes to the parent classes(causing changes in their 

respective child classes) then we should also calculate the efforts saved in reusing the classes and 

objects where required. 
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How to calculate: The effort saved by the reuse of the code, design or system architecture may be 

estimated as the difference between the effort that would have been spent if there was no such 

reuse and the effort that was actually spent. 

This may be used to evaluate the degree of reuse and monitor the estimated effort saved against 

the effort expected to be saved. 

 

 

Conclusion 

In this paper we tried to reinforce the fact that the software metrics are important not only for the 

design, coding, reliability and testing phases of a software development life cycle but play a very 

significant role in the maintenance phase too. We presented a thorough study of the existing 

metrics available for the maintenance activity. These metrics show that how much time, effort 

and money is spent in incorporating changes to the software system. We also suggested some 

metrics for measuring the efforts involved in maintenance activity. Also we’ve seen from the 

existing literature that there are many metrics for efforts calculation but there is hardly any work 

done in calculating the efforts saved in reusing the components in object-oriented environment. 

Hence we suggest that there should be some metrics for effort saving calculations in using the 

features of object-oriented languages for example inheritance, reusability. 
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